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Abstract

With the development of wireless network technologies, such as LTE/5G, Mobile

Cloud Computing (MCC) has been proposed as a solution for mobile devices that

need to carry out high-complexity computation with limited resources. Technically,

with MCC, high-complexity computation tasks are o�oaded from mobile devices to

cloud servers. However, MCC does not work well for time-sensitive mobile applica-

tions due to the relatively long latency between mobile devices and cloud servers.

Mobile Edge Computing (MEC), is expected to a latency optimized version of MCC.

With MEC, edge servers, instead of cloud servers, are deployed at the edge of the

network to provide o�oading services to mobile devices. Since edge servers are much

closer to mobile devices, the resulting latency is signi�cantly lower than the cloud

servers. Despite the advantages of MEC over MCC, edge servers are not as resource-

abundant as cloud servers. Consequently, when many o�oaded tasks arrive at an

edge server, admission control needs to be in place to arrive at the best performance.

In this thesis, we propose a Deep Reinforcement Learning (DRL) based admission

control scheme, DAC, to maximize the system throughput of an edge server. The

performance of DAC is thoroughly investigated via extensive simulations. Speci�-

cally, in our simulations, when varied o�oaded tasks arrive at an edge server, an

admission control scheme determines whether a task is admitted or rejected. Our

experimental results indicate that DAC outperforms the existing admission control

schemes for MEC in terms of system throughput and resource utilization.
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Chapter 1

Introduction

1.1 Motivation

With the wide deployment of mobile devices, e.g. smartphones, the quantity and

type of mobile applications have grown rapidly over the past years. Nowadays, many

mobile applications, such as online games and virtual reality, involve high-complexity

computation that requires a large number of hardware resources, which often exceeds

the processing capacity of mobile devices [1, 2, 3, 4]. Even if mobile devices have

su�cient resources to execute these applications, the high-complexity nature of these

applications typically leads to a long execution time, which is not energy-friendly to

battery-powered mobile devices.

Therefore, to meet the computation requirements of these mobile applications or

reduce the energy consumption of mobile devices, Mobile Cloud Computing (MCC)

was proposed as a solution to this computation and resource limitation problem.

With MCC, high-complexity computation tasks are o�oaded from mobile devices to

cloud servers. Therefore, other than utilizing the network bandwidth and battery

on o�oading, the mobile devices do not need to allocate any hardware resources for

o�oaded tasks. Once cloud servers complete the o�oaded tasks, the computation

results are returned to mobile devices. As a result, the MCC replaces the complex,

resource heavily used and long-time executed tasks with relatively simple, resource-

friendly and short-time used o�oading actions. Therefore, the MCC saves the mobile

devices' hardware resources and extends their battery life, while these mobile devices

are running the applications with complex functions and high-quality images.

To o�oad the high-complexity tasks to cloud servers, wireless technologies, such

as LTE/5G[5, 6], are used to transfer data by mobile devices.The LTE 4G, as a high-

speed wireless technology, has increased the data transmission speed up to 100 Mbps.

1
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This transmission speed signi�cantly deducts the delay in o�oading tasks and re-

turning computation results. Therefore, LTE 4G makes MEC �nish o�oading tasks

before the deadline possible. The 5G technology further improves the bandwidth to

10 Gbps to further reduce the delay of the MEC. However, since 5G is using millimetre

wave, which is di�cult to maintain long-range propagation and low penetration loss,

in physical layers. Therefore, the LTE 4G is more reliable in task o�oading and the

5G can optimize the delay performance in MEC. However, due to the long distance

between mobile devices and cloud servers, the lengthy latency between mobile devices

and cloud servers tends to be intolerable to time-sensitive applications. To process

the o�oading tasks with lower latency, Mobile Edge Computing (MEC) is proposed

to deploy less-powerful servers at the edge of the network and o�oad requests to the

relatively close edge servers (instead of remote cloud servers).

Despite the obvious advantages of MEC over MCC, edge servers are not as resource-

abundant as cloud servers. To be speci�c, with the bene�ts of hardware virtualization,

the cloud servers are virtualized from the clusters of powerful servers. In this way,

virtualization technology provides independence from the underlying hardware for

services and operating systems [7]. Therefore, the cloud servers should not be con-

sidered as physical machines, whose con�gurations are static. The cloud servers can

scale up and down their hardware capacity in need by invoking and releasing the

hardware resource within the network of its cluster. Nevertheless, the edge servers,

which are established as singleton with the base stations. There are no extra physical

machines working as a cluster where the edge server can adjust its hardware capacity.

Therefore, the edge servers normally can not enhance their hardware capacity by uti-

lizing the spared hardware resources within a cluster. Furthermore, the cloud server

clusters can increase their hardware capacity by including more physical machines

into the clusters with virtualization administration software, while the clusters are

providing the services. On the contrary, the edge server must replace the machine

itself, when the edge server must be halted. As a result, the MCC can theoretically

provide unlimited hardware support, but the MEC will �nally run out of its hardware

resources if the mobile devices' use cases keep expanding. Consequently, when many

o�oaded tasks arrive at an edge server, admission control needs to be in place to
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arrive at the edge server's best performance.

Several admission control schemes are developed to improve the system through-

put of edge servers. However, most of the algorithms are focusing on optimizing the

load balance and resource-saving according to the network topology. When it comes

to the algorithms that work on a single edge server, the common mechanism is sorting

the o�oaded tasks by a developed cost equation to admit the tasks with a preference

for lower resource requirements and lower execution period. Though admitting tasks

with a priority can ensure the edge server accept the tasks with relatively low resource

requirements and occupation time, the low-priority tasks can still be accepted as long

as the edge server has su�cient resource. Therefore, even if the cost equation can

assign the task running time an extremely large coe�cient to maximize the cost of the

task and to minimize the priority of the task, this task request can still be admitted

and executed if the edge server's spare hardware resource meet its requirements. In

other words, the sorting-based admission control policies can not successfully clear

the resource-intensive requests, whose negative in�uence is mainly contributed by the

executing time. Therefore, this thesis is devising an admission control policy, which

can reject the resource-intensive tasks actively to spare hardware resources for more

o�oading tasks, especially when the edge server's hardware resources are largely allo-

cated. Hence, the edge server increases its throughput of handling o�oading tasks by

ensuring the hardware resources for resource-intensive tasks, even if it has to abandon

part resource-intensive tasks.

1.2 Overview of the Proposed Scheme

The objective of this thesis is to develop an admission control mechanism to increase

the edge server's throughput. The proposed scheme utilizes Deep Reinforcement

Learning (DRL) to solve the admission control problem in MEC. Speci�cally, we

propose a novel admission control scheme for MEC, DRL-based Admission Control

(DAC). With DAC, a DRL algorithm, Deep Deterministic Policy Gradient (DDPG)

[8], is employed to determine whether an o�oaded task should be admitted or re-

jected so that the system throughput of an edge server is maximized. Therefore, the
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high-priority tasks can be accepted, and the in�uence of low-priority tasks can be

mitigated. Technically, DDPG is a DRL algorithm that is capable of learning in a

high-dimensional policy space. By observing the request details of historical tasks

and the impact of the tasks on available resources on edge servers, DDPG gradually

learns the best admission policy for an edge server in MEC. Through extensive ex-

periments, we found that DAC outperforms the existing admission control schemes

for MEC in terms of system throughput.

In this thesis, we present a scheme that decides the admission of requests to

optimize the performance of edge servers by accepting resource-friendly requests and

rejecting the potentially resource-intensive requests. The process of this admission

control scheme is implemented with the following steps:

(1) Develop a policy-based admission control system, which can accept and reject

the incoming requests with an admission policy.

(2) Extract the parameters, such as resource usages and request requirements, as a

vector that can describe the status of the system.

(3) Construct a neural network, which can take the system status vector as input

and generate the admission policy.

(4) Further develop a reward equation that produces the feedback of the system for

the model's learning.

(5) Train the neural network to pick a neural network that generates the admission

policy increasing most performance.

(6) Evaluate and compare our scheme to existing solutions on the simulation system.

1.3 Thesis Outline

The rest of this thesis is organized as follows. The detailed background on admission

control, MEC and DRL is presented in Chapter 2. It also illustrates the related re-

search that has been processed. Some of research involves the existing algorithms and
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performance evaluation. At the end of this chapter, the problem under investigation

is formulated. The proposed admission control scheme, DAC, is described in Chapter

3. Chapter 4 includes the detailed experimental results. Finally, our conclusions and

future work are described in Chapter 5.



Chapter 2

Related Work

As introduced in the above sections, the scale of mobile computing scenarios has

been in�ated by the development of remote resource utilization. MCC and MEC,

the typical techniques that provide powerful computation for mobile devices, are hot

topics in increasing the performance of mobile computing. On the other hand, within

a network, the maximum system throughput can be considered as the constraint of

task o�oading. Therefore, throughput maximization is a critical aspect to be re-

searched for further performance improvement. When it comes to optimizing the

performance of MEC, DRL is also a common methodology implemented by the re-

searchers. Therefore, this chapter discusses and presents the topics and research that

has been conducted in MEC, throughput maximization and DRL.

2.1 Mobile Edge Computing

The concept of MEC is extended from MCC. The MCC is utilizing a rich portfolio

of services and applications from the data center or computation center [9]. With

this methodology, the mobile devices' application can get rid of the constraints of the

hardware capabilities and battery life.

In comparison with the MCC, the MEC's service provider is on the edge of the

network [10]. To be speci�c, in mobile computing, the edge service provider nor-

mally refers to the base stations(BSs) and wireless access points(APs). The devices

used to work as the transmitters in a speci�c network have become powerful service

providers because their storage and computation capacities have improved the de-

velopment of hardware and software. As Mao et al. proposed, the hardware of edge

service providers is capable of processing tasks like machine learning and augmented

reality [11]. Furthermore, since the service providers directly connect to the mobile

6



7

devices, the latency of the services is signi�cantly reduced. According to the recent

research, Weisong claims that the delay of the edge computing is only about 169 ms,

while the delay of the cloud computing is about 900ms [12]. Therefore, this proximity,

which indicates a shorter distance between mobile devices and servers, contributes to

a smaller latency for MEC to handling o�oading tasks.

As for the disadvantage of the MEC to the MCC, the hardware capacity of the

edge server is considered obviously less than the cloud server[12]. To be speci�c, the

di�erence between edge servers' and cloud servers' hardware capacities is not only

based on the physical hardware components but also based on the service deploy-

ment and technologies. The edge server is deployed on the base station, which is at

the edge of the network. Meanwhile, the cloud server is deployed at the data center

or computation center, where hardware components can be freely placed. Therefore,

MEC's hardware capacity is weak compared to the MCC. Furthermore, because of the

development of virtualization technology, the hardware capacity of the cloud servers

gits rid of the physical space [13]. Moreover, the implementation of the auto-scaling

allows the cloud server to increase its hardware capacity when it is running out of

its current resources, without the change in the physical machine [14]. Therefore,

regardless of the physical di�erence between MEC and MCC, the edge server is more

possible to meets the problem of the resource constraints.

To increase the e�ciency of implementing edge servers, the researchers propose

the work in several di�erent directions. Considering the performance and features

of mobile devices, edge servers, and cloud servers, o�oading scheduling is promised

as an important aspect to optimize the e�ciency of MEC. If the tasks are o�oaded

to the most suitable devices, the energy consumption, task latency, and completion

rate are optimized [15, 16, 17, 18]. With these basic theories and approaches, further

optimizations are developed with reinforcement learning and DRL [19, 20, 21, 22, 23].

Regardless of the optimizations on the o�oading, if the edge service providers have

su�cient resources, the more tasks are o�oaded, the mobile devices have the higher

e�ciency to accomplish the tasks. Therefore, maximizing the system throughput is
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a reliable aspect to improve the performance of the MEC.

2.2 Throughput Maximization

As the previous section summarized, optimize the system throughput of MEC is a

signi�cant approach to improve the performance of MEC. Therefore this section de-

scribes the speci�c theories and methodologies that are applied in this MEC through-

put maximization problem. In the aspect of mechanism, the major solutions for MEC

to increase its throughput are categorized as physical-based, virtual-network-based,

and admission-control-based. The speci�c topics and researches are discussed brie�y

below.

2.2.1 Routing and Physical Optimization

The feature of the wireless network de�nes the connection quality within the network

is dependent on the distance between the nodes. Considering the mobility of mobile

devices, optimizing the network routing and geometrical relationship to increase the

MEC's throughput is also a direction of research.

In the research [24], Xiumei et al. devised an optimization algorithm, which in-

cludes all variables in the MEC. In this environment, the routing and o�oading

decisions are based on the status, such as connection quality, task queue backlog and

energy consumption , of the base stations. Therefore, the better connection between

mobile devices and bases stations, the more tasks and requests can be o�oaded to the

edge server. Therefore, Xiumei et al. optimizes the edge server's system throughput

by improving the communication e�ciency physically. In addition, since this research

also involves the energy harvesting(EH) technique, optimization the throughput of

energy transferring is also a target for optimization [25]. Xiumei et al. �rstly uti-

lize the perturbed Lyapunov optimization to get a routing matrix, which makes base

stations admit the most number of o�oaded tasks. Furthermore, the author accom-

panied the cost of the queue of backlog into the optimization of the routing matrix
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to improve the system throughput of the MEC.

On the other hand, [26] illustrates a solution that improves the system throughput

by optimizing the geometrical relationship between nodes. In this research, Jie et al.

introduced a case where functions of base stations are performed by the unmanned

aerial vehicle (UAV). Therefore, adjusting the location of UAVs can modify the ge-

ometrical relationships between the nodes. As a result, the connection quality and

communication e�ciency can be improved by these modi�cations. Therefore, Jie et

al. devised a deep Q learning based algorithm to supervise the natural environment

and connection quality. With the observations from supervising, this algorithm pro-

duces a set of adjustment decisions for UAVs to update their locations. Consequently,

the system throughput is successfully improved by this solution.

2.2.2 Network Virtualization

Network virtualization is a technique that enables the abstraction and shares the

hardware and physical resources [27]. This technique also further devised two tech-

niques, namely Network Function Virtualization (NFV) and Software De�ned Net-

work(SDN), with the emergence of MEC. Both two techniques �exibly administer

the resources within the network without the constraints of the physical hardware

[28]. Therefore, the NFV is considered a common paradigm in the future network

communication and several throughput maximizations is developed based on NFV.

Yu et al. devised the provisioning mechanism in an NFV-enabled MEC system

[29]. Then Yu et al. developed a cost-based algorithm to evaluate NFV's request

multicasting mechanism. With the estimation of the costs, a multicast tree, whose

subset of edges connecting the source node and destination, is constructed. This tree

indicates this request can be admitted with the estimated cost. Finally, Yu et al.

minimized the cost of every multicast tree to maximize the system throughput of this

MEC system.

Similarly, Yi et al. also implemented the network virtualization to optimize the

system throughput of the MEC [30]. The di�erence of this solution from Yu et al. is Yi



10

et al. focusing on the administrations on the VNF but not multicasting. To be speci�c,

Yi et al. formulate every o�oaded task from the mobile devices into a set of small-

size tasks, which can be processed by the service functions chains(SFCs). With these

SFCs, the separated tasks can be handled by the VNF sequentially. Therefore, Yi et

al. developed an algorithm that can estimate the correlation between the requesting

node and processing node. Then this most correlated request will be processed by the

node whose spare resource is su�cient but not larger than another node. In this way,

this MEC system processes e�cient requests with a high priority and fully utilizes the

resources within the network. Consequently, the system throughput will be increased

by admitting more e�cient requests.

2.2.3 Admission Control

Admission control is the methodology for a single server to admit or reject incoming

tasks. In the case of MEC, though, the edge servers have richer resources compared

with the mobile devices. In comparison with the cloud servers, the capacity of the

edge servers is not as su�cient. Even if the edge server is powerful enough for cur-

rent use cases, it will �nally run out of its hardware resources because of the growing

number of mobile devices and the increasing diversity of functions provided by the mo-

bile devices. Therefore, providing more services with constrained hardware resources

is an important optimization problem for the edge server. In this case, admitting

the task requests with a speci�c strategy is helpful for edge servers to process more

tasks with their resource constraints. In recent years, there are several solutions that

involve the speci�c admission control policy that improves MEC's system throughput.

Online Batch Algorithm [31]

Xia et al. proposed a cost model to estimate the in�uence of every request on the

system throughput. Theoretically, Xia et al. formulates the throughput maximization

problem into a bin packing problem. Every hardware resource of the edge server can

be considered as empty bins with speci�c capacity. Therefore, Xia et al. claims that

the edge server can perform better by admitting more requests with fewer resources

requirements and shorter occupation time, just like admitting smaller items in the
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bin packing problem.

Xia et al. �rstly developed an equation to estimate the cost of resources. To be

speci�c, every resource is set with a basic value, which can be adjusted based on the

capacity of the server. To be speci�c, if some hardware resources, such as memory,

are easily running out, the server can con�gure a larger value for the admission con-

trol to prefer to admit tasks with fewer memory requirements. Then the cost of task

resources is generated by raising this basic value to the power of the ratios of resource

utilization and task resource requirements. Finally, the cost of the task is the product

of the cost of task resources and the task's running time.

On the other hand, Xia et al. also devised a threshold system, which can check

whether the request is obviously resource-intensive. Therefore, after assigning every

o�oaded task with their estimated cost to the edge server, the incoming requests need

to be �ltered if their hardware requirements exceed the server's available resource or

their estimated cost exceeds the prede�ned threshold.

When �ltering is �nished, the edge server sorts the incoming tasks by their costs.

The less cost is estimated, the earlier this task is checked by the edge server. There-

fore, considering the decrease of available resources caused by the admission, the lower

cost of the task is estimated, the higher probability that the task can be admitted.

Every checked task is admitted if the edge server has su�cient available hardware

resources that meet the task's resource requirements. Otherwise, this task is rejected

because it can not be processed by the edge server. Theoretically, admitting the

requests whose cost is less than the others, can spare more available resources for

other tasks. Moreover, since the cost involves the in�uence of the running time, over

the long term, more space for the cost of the future request is spared. Therefore, in

the case of admitting tasks, the admitted requests utilize fewer resources and run for

less time. Therefore, this algorithm minimizes the requests' average in�uence on the

system throughput. As a result, in a relatively long time interval, the edge server's

system throughput is increased by this algorithm.
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Maximum E�ciency First Ordered (MEFO) [32]

Hu et al. proposed a similar solution. However, this admission control algorithm is ap-

plied to a multi-server environment. Furthermore, the ratio of the available resource

is not a factor to calculate the cost of the task, but a important factor to guide the

o�oaded task to identify suitable server. In this research, the ratios of the required

resources to the edge server's spare resources are designed for mobile devices to select

edge servers. To be speci�c, the smaller ratios are, the more suitable is this edge

server for o�oaded tasks. In this way, according to the requirements of the task, the

task can be o�oaded to a more suitable server, whose ratio of the available hardware

resources decreases smallest. To be speci�c, the requests, which occupy more memory

resources for their tasks, are sent to the servers, whose memory resources are richer

than the other resources. Moreover, if more than one edge servers meet the previous

requirement, the task is o�oaded to the edge server, whose overall available resource

is more. To simplify this edge server selection, Hu et al. developed a matrix that is

used to calculate the tasks' scores on di�erent servers.

As for the admission control algorithm working on the single edge server, the so-

lution proposed by Hu et al. also implemented a similar logic. The di�erence is, Hu

et al. devise a di�erent cost calculation. Unlike the ONLINE-BATCH algorithm, the

MEFO will not estimate the tasks' resource costs following exponential growth. The

MEFO just sums up the ratios of required resources to the edge server's available

resources as the task's resource cost. Then the MEFO also gets the weight of the task

by timing the cost of task resource requirements with its execution time. Finally, the

tasks will be reordered by their weights and be checked by the edge server one by

one. The edge server's performance is improved by this algorithm like the ONLINE-

BATCH algorithm veri�ed.

2.3 Reinforcement Learning

Reinforcement learning (RL) is an area of machine learning. However, this machine

learning is not based on the neural network. The basic function of RL is maximizing
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the notion of the cumulative reward[33]. To accumulate the reward, the learning

model needs to estimate the reward, which can be acquired at the current state with

a speci�c action. With a well-trained RL model, the actor can always get the correct

estimation about the �nal reward. Therefore, at every stage, the actor just needs

to process the action whose estimation of the reward is the largest to get the �nal

reward. A sequence of combinations of the state and actions is working as a Markov

chain. Therefore, the basic idea for RL's reward estimation is times the �nal reward

with the probability of �nally getting the reward, which is calculated with the Markov

decision process.

2.3.1 Q-learning

Theoretically, if the actor knows all of the details of the states, this problem normally

can be reformulated into a shortest path problem or minimum spanning tree problem.

Moreover, in most cases, there is no speci�c probability that can be concluded for

the actions at a speci�c state. Therefore, the RL may not solve the problem more

e�ciently. To get rid of the prerequisite problem of knowing all environment states

and the probabilities of all actions, Q-learning is proposed. The major contribution

of the Q-learning is involving the Bellman equation in the �nal reward estimation[34].

With the Bellman equation, a Q value, which represents the estimation of the �nal

reward, can be calculated. According to the Bellman equation, the Q value at the

current state is a discount of the max Q-value of the states, which can be achieved

from the current state. Therefore, even if the actor does not know the environment

in the �rst place, the actor can also explore the environment randomly. Once the

actor gets the reward, the Q value will be back-propagated along the path, which is

explored by the actor. After several iterations, a well-trained Q-learning agent can

be utilized to optimize the solution to handle the current environment.
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2.3.2 Double Q-learning

Regardless of the performance and e�ciency of Q-learning, Q-learning's learning pro-

cedure can be easily biased. As introduced before, Q-learning will calculate the Q-

value along with the path, which the actor takes to reach the reward. However, once

some of the states are calculated and marked with the Q value, in the further learning

procedure, the actor may be easily attracted back to this old path, even if there is an-

other shorter path to the reward. Therefore, the learning procedure of the Q-learning

may �nally make the Q-learning only achieve a suboptimal solution. To make Q-

learning more possibly get the optimal solution, Double Q-learning is proposed. The

idea of Double Q-learning is training multiple Q-learning agents at the same time

[35]. In this way, two biased Q-learning models are trained. However, combining

the outcomes of two Q-learning models, a less biased Q-learning model can be picked

out. Repeating the separated training and outcome combining until the di�erence be-

tween two Q-learning models is close to zero, an unbiased Q-learning model is trained.

2.4 Deep Reinforcement Learning

Despite the outstanding performance of RL in maximizing the reward within a spe-

ci�c environment, RL's mechanism limits its use cases. No matter what RL methods,

all trained models should have a map for all available states and their �nal reward es-

timation. If the size of environment states is large enough, the RL will be progressed

with extremely low e�ciency. In the worst-case scenario, RL may fail to reach the

reward until it is used out of the memory or storage for its model. The function of the

outcome of RL is combining the states with their estimation of reward. Therefore,

if there is a computation method, which can calculate the estimation of reward with

the state, the storage space for RL can be released. Since the neural network can

compute the complex input to get high dimension output, which is close to the logic

binding the state with its estimation, the concept of the DRL is developed [36].
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2.4.1 Deep Q-Learning

Deep Q-learning, is the most naive combination of the Deep Neural Network( DNN)

with the RL. As the concept of the DRL, deep Q-learning is trying to use the neural

network to mimic the procedure of Q-learning. When the deep Q-learning explores

the environment, the steps of getting a reward and calculate the Q value are the same

as the Q-learning. After the calculation of the Q values, the states and Q values are

used as the input and the target of the neural network. However, the DRL model,

which is trained with this learning procedure, is unstable. Normally, these DRL mod-

els can not get the correct Q values with the state, since the states and the Q-values

do not have a linear relationship. Therefore, a technique, named experience replay, is

implemented to remove the correlations in the state sequence and smooths changes in

the data distribution [37]. And the replay bu�er becomes the necessary component

for the DRL.

2.4.2 DRL with Actor-Critic Methods

Though deep Q-learning makes RL gets rid of the limitation of the state space, the size

of the actions still in�uences the performance of the DRL. According to the procedure

of the RL, even if deep Q-learning is implemented, the learning model progress slow in

summarizing the estimations, which is caused by the possible actions. Furthermore,

similar to the bias of the Q-learning, the deep Q-learning also potentially learns a

suboptimal model or never reaches the reward. Similar to the solution to tackle the

problem of state space, the neural network is the solution for the large action space.

Therefore, the relation from state and action to the reward needs to be learned by

the neural network [38]. Moreover, to simplify the procedure of picking an optimal

solution, a neural network, which is used to infer the suitable action from the state,

is implemented. This solution is the actor-critic method, where the actor network is

trained to pick the optimal action and the critic network is trained to estimate the Q

value.

Furthermore, the critic network is not only capable of predicting the Q value or

estimation of the reward. In the implementation of the Advantage Actor-Critic (A2C)
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algorithm, the critic network is used to predict the baseline of the estimation at the

current state [39]. In this way, the critic network can predict the baseline value only

with the state. The di�erence between the Q value, which is calculated by the envi-

ronment, and the baseline value is called advantage. Basically, the advantage gives

the direction of the optimization. If the advantage is positive, which indicates that

the current A2C model may underestimate the environment, the actor network and

the critic network are optimized towards the environment to improve the baseline

for further improvement. Otherwise, the current A2C model may overestimate the

environment, the actor network and the critic network are optimized backwards the

environment for more precise predictions and improve the policy. Therefore, the A2C

is not only mimicking the function of the Q-learning algorithm but also optimizing

the learning procedure.

In the research, the algorithm Volodymyr et al. introduce is the Asynchronous

advantage Actor-Critic algorithm (A3C) [39]. This algorithm's mechanism is the

same as the A2C, but A3C implements a multi-agent method. In this way, the

A3C models can be trained separately. Once training is done, all A3C networks are

compared with each other. The models that perform better can be used to update

the global network. According to the experience of Double Q-learning, the A3C

should have better and more stable performance. Unlike the learning procedure of

Q-learning, which updates the Q value to the target directly, the neural network

updates its variables with a learning rate for the precision of learning. Therefore, the

A3C algorithm does not obviously outperform the A2C, but it proposed a framework

for the multi-agent neural network.

2.5 MEC with DRL

As introduced before, the edge server is powerful enough to process the machine learn-

ing task. This use case brings a new topic, which is known as edge intelligence. This

topic refers to the implementation of deep learning within the MEC. Normally, these

implementations will only provide the machine learning services for mobile devices.

In [40], the author developed an Internet of Things (IoT)-based energy management

scheme to schedule the energy consumption within the smart cities. To be speci�c,
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the author utilizes the DRL to observe the energy consumption demands and produce

actions to schedule the energy consumption. Since the value of the saved energy con-

sumption is the reward for DRL, this DRL provides a successful energy management

service. In the industrial aspect, the concept of Industry Internet of Things(IIoT)

is raised. The techniques of MEC and machine learning become a methodology to

improve productivity by optimizing con�gurations of the production line [41]. Mean-

while, machine learning is also applied in quality control to lower the maintenance

costs [42].

These machine-learning-based services can not only serve mobile devices, but also

be implemented by the edge servers themselves. MEC can utilize the inner machine

learning services to optimize the resource utilization and throughput maximization

[43]. This kind of edge intelligence is called intelligent edge. In the previous discus-

sion, [26] implements machine learning to optimize the positions of the UAV.

In [44], the author noticed that methodology that handles the network delay in for-

mulating the existing problem into a Mix Integer Nonlinear Programming (MINLP)

problem. Then the MEC leverages the Lyapunov optimization method to solve the

formulated problem. However, the time complexity of Lyapunov optimization is large.

Zhaolong et al. utilizes the machine learning to replace the calculation in Lyapunov

optimization. Therefore the trained model can imitate the decisions by observing the

previous input.

Other than the latency reduction, the machine learning services are also applied

to network security. The most common function is to classify the exceptional func-

tions and abnormal interactions within the network. To be speci�c, in some of the

research, neural networks are trained to learn the features of network interactions to

detect spoof attacks [45, 46]. Theoretically, rejecting or blocking these interactions,

when the neural network detect them, can e�ectively prevent the network from the

poisonous attack. Furthermore, the activities of processes and �les on the edge server

can be monitored by the machine learning services [47]. Therefore, once the deep
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learning services detect any of the edge servers having abnormal �les, the adminis-

trator can protect this network by expel the suspect edge servers from the trust list

until they �x �les.



Chapter 3

DAC: DRL-based Admission Control for MEC

3.1 Problem Formulation

In this section, we formulate the throughput maximization problem under investiga-

tion. Speci�cally, we consider a 2-tier MEC system in our research. The architecture

of the MEC system is illustrated in Fig. 3.1. In this system, there are a number of

mobile devices, which attempt to o�oad their high-complexity computation tasks to

an edge server that is located at a base station. After receiving the tasks from varied

mobile devices, the edge server can either accept or reject the request. A list of the

key notations used in this paper are listed in Table 3.1. The details of the notations

will be presented in the rest of this paper.

Figure 3.1: MEC Architecture

In an MEC system, an edge server typically receives a set of o�oading requests,

which consume the resources of the edge server. In our research, this set of requests

from mobile devices are denoted as Q = {q1, q2, · · · }. Considering the limited hard-

ware resources of mobile devices, these requests will utilize the hardware resources

for amount of time on the edge server to save their resources usage and batteries'

lives. Therefore, every task request from mobile devices should be patched with its

requirements of hardware resources and its running time. To simplify the description

of requests arrival, a speci�c time interval can be considered as a time slot. In this

19
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Table 3.1: Key Notations

Notation Description
Q Request set
q Request
qi i-th request in request set Q

τmax, τmin Maximum and minimum execution time
τq Execution time for request q
E Condition of edge server
H Occupied system resource
A Available system resource
at Admission decision

way, the requests, which arrive in the edge server within this time interval, can be

considered as arrive in the edge server at this time slot. With the concept of time

slot, all admission policies, which will decide the acceptance and rejection of requests,

are generated at the beginning of every time slot t.

To be more speci�c, there are K di�erent hardware resources in this system. For

edge server, Ck can be denoted as the capacity of resource k on the edge server. In

this case, k is an integer in the range of 1 to K. Moreover, the relative properties,

the amount of occupied resources and available resources, can be denoted as Hk and

Ak. For a speci�c time slot t, these properties can be grouped into two vectors,

H(t) =< H1(t), · · · , HK(t) > and A(t) =< A1(t), · · · , AK(t) >. At time slot t, all

resources should satisfy Eq. (3.1). Since a request will occupy the hardware resources

for several time slots, the request should be described with the resources and the

occupation time. Therefore the request in the request set Q(t), which arrives at edge

server at time slot t, is denoted by qi(t) =< qi,1(t), · · · , qi,K(t); τi >. In this manner,

qi,k(t) represents the amount of resource k that is occupied by request i arriving at

time slot t; and τqi represents the occupation time of request qi.

Ak(t) = Ck −Hk(t) (3.1)

For the MEC system under investigation, system throughput is de�ned as the

number of completed requests during a speci�c period T . Consequently, throughput
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maximization is about admitting as many requests as possible within the time win-

dow T . During each time slot, a number of requests arrive at an edge server. These

requests, which are �ltered by algorithms, can be formally admitted if the edge server

can provide su�cient hardware resources. Otherwise, even if some of requests pass

the �ltration of algorithms, they will be rejected and not be counted as the through-

put of edge server. The admitted requests will be executed by the edge server, at the

same time, the rejected requests will be executed by mobile devices or resubmitted

to other edge servers or cloud servers. Once the requests are admitted and executed

by the edge server, these requests will start running and be assigned with hardware

resources they require. These resources will become exclusive for the request claims

them until this request �nish its work and release these resources.

3.2 Details of DAC

In our research, we attempt to utilize deep reinforcement learning to arrive at the

best admission policy in order to maximize the system throughput in an MEC sys-

tem. Though the DRL is implemented in the optimization in the routing and server

selection of MEC, this is the �rst attempt in maximizing the throughput of single

server of the MEC. Speci�cally, we use the DDPG algorithm to learn the appropriate

admission policy by observing the request details of historical tasks and the impact

of the tasks on available resources on edge servers. The work�ow of the proposed

admission control scheme, DAC, is illustrated in Fig 3.2. As the �gure states, the

DRL will produce admission policy with the input, which represents the status of

the edge server and incoming requests. These admission policies �rstly ensure the

admission for more resource-friendly tasks. As for other tasks, when the edge server

is busy and heavily utilized, DAC can reject the resource-intensive requests, which

contain the heavy tasks separated from games, VR or AR, to spare available resources

for more tasks. Otherwise, when the edge server has large amount of spare resources,

the resource-intensive requests can still be admitted by the DAC. The details of DAC

are presented in the rest of this section.
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Figure 3.2: Work�ow of DAC

Overview of DDPG

DDPG is a DRL algorithm based on the actor-critic structure that was proposed to

deal with optimization problems by providing high-dimension action or policy [8].

The details of DDPG are summarized in Alg. 1. Up to now, DDPG has been the

methodology for the several solutions to communication applications [43, 48]. As for

the details of the DDPG, to be speci�c, this learning model consist of four neural net-

works, namely actor network, actor target network, critic network, and citric target

network. In the further discussion, these networks are denoted with πθµ , πθµ′ , πθQ ,

and πθQ′ , respectively.

The actor networks are performing decision generating with the observations. The

mechanism of the actor network is mimicking an actor observing the environment and

status of the system, then produce the policy for the system. Therefore, this network

takes the observations or system states as input and calculates the policies as output.

Meanwhile, the critic networks are designed to evaluating the policies that are
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generated by actor networks. The basic evaluating mechanism is the critic networks

take the combination of the observations and policies as input and takes the reward

value as the target value. Therefore, the reward value is the evaluation result for the

policies, which are taken based on the observations. While the critic network πθQ

is processing learning procedures with these data, the underlying logic of evaluating

the policies, which are applied to the observed system, can be learned by the critic

network. After convergence, the critic network can predict the reward for the input,

which represents the di�erent states of systems applying di�erent policies. With the

help of the critic network, the actor network can be guided to produce the policies,

which can make the system feedback with higher reward value. On the other hand,

the target networks are the networks πθµ′ and πθQ′ that stabilize the learning process

their relative networks by reducing the value change of the network.
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Algorithm 1 DDPG

1: Initialize actor and actor target network θµ, θµ
′
;

2: Initialize actor and actor target network θQ, θQ
′
;

3: Initialize replay bu�erM;

LOOP Process

4: for episode t in 1,2,3,. . . do

5: for t=1,2,3, . . . do

6: Observe state st;

7: Generate the admission policy at = πθµ(st) + ϵ and calculate reward rt and

next state st+1;

8: Store transition (st, at, st+1, rt) intoM;

9: Pick sample mini-batch of transitions from bu�er M and reorganize them

into matrices: stn , atn , st+1n , rtn ;

10: Smooth policy action at : ˜︁at ← πθµ′ (stn) + ϵ, ϵ ∼ clip(N (0, σ̃),−c, c);
11: Loss function for critics is formulated as:

yn ← rn + γ · πθQ′ (st+1n , ˜︂atn);
12: Update Critic network:

θQ ← minθQN
−1

∑︁
(yn − πθQ(stn , atn));

13: if (t mod δ = 0) then

14: Update target network: ∇θµJ(θ
µ) =

N
∑︁
∇atnπθQ(stn , atn)|an=πθµ(btn )∇θµ(stn);

15: Update target networks

θµ
′ ← νθµ + (1− ν)θµ

′
;

θQ
′ ← νθQ + (1− ν)θQ

′
;

16: end if

17: end for

18: Continue till convergence;

19: end for

System Observation

At the t time slot, DAC observes edge server's state st, which involves the resource

occupation and details about the incoming requests. As the system model described,
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the requests can be illustrated as a vector like qi =< qi,1, qi,2, qi,3, qi,4 >. In this

case, the numbers from 1 to 4 refer to CPU, memory, disk storage and bandwidth,

respectively. Therefore, for all qi(t) ∈ Q(t), can be combined and reformatted into

a long vector to represent the observation of requests, which arrives at time slot t.

Therefore, the details of requests set, whose size is at most 10, can be explained with

Q(t) =< q0,1(t), q0,2(t), · · · , q1,3(t), q1,4(t), · · · , q9,4(t) > .

The conditions of the system can be also illustrated in the same way. In the case

of admitting request by available resources, the ratio of hardware resource occupation

can be reasonable statistics to describe the situation of the edge server. Therefore,

the conditions of the system can be described with Et =< H1(t)
C1

, H2(t)
C2

, H3(t)
C3

, H4(t)
C4

>.

Therefore, the state of the whole system can be< q0,1(t), q0,2(t), q0,3(t), · · · , H3(t)
C3

, H4(t)
C4

>.

Furthermore, since the number of the requests arrives at every time slots are randomly

generated, if the number of requests is smaller than 10, the Q(t) will �ll 0 to represent

the non-existing requests.

3.2.1 System Action

DAC is designed to provide admission control policies for the edge server. There-

fore, at the beginning of every time slot, it should determine whether every incoming

request should be admitted or rejected by observing the edge server and incoming

requests. As Alg. 1 illustrates, the �nal action at corresponds to the output of the

actor network πθµ with a randomly generated exploration noise ϵ. In this case, this

output can be denoted with at and be calculated using Eq. (3.2):

at = πθµ (st) + ϵ (3.2)

3.2.2 System Condition Update

Once at is available, the set of admitted requests will be updated using Alg. 2. And

requests in the set will be processed by the edge server at the same time. At the

end of the current time slot, some of the admitted requests will be completed. These

requests, whose tasks are accomplished, should be removed from the admitted request
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set. At the same time, the resources, which are occupied by these requests, should be

released. By releasing the occupied resources, the available resource vector should be

increased accordingly. Alg. 3 includes the updating actions that need to be carried

out. Finally, the ratios of resources occupations will be calculated again and denoted

with Et+1, which indicates the edge server's system status at the next time slot.

Algorithm 2 Admitted Request Set Update

Input: Request qi(t), admission decision ai(t), H(t) = {H1(t), · · · , HK(t)}, A(t) =
{A1(t), · · · , AK(t)}

Output: Updated admitted request set U(t)

1: if ai(t) = 0 then

2: Reject qi(t);

3: else

4: for resource k = 1, 2, · · · , K do

5: if ri,k > Ak(t) then

6: reject qi(t);

7: end if

8: end for

9: for resource k = 1, 2, · · · , K do

10: Ak(t) = Ak(t)− qi,k;

11: Hk(t) = Hk(t) + qi,k;

12: end for

13: U(t)← U(t) + {qi};
14: end if

15: return U(t)
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Algorithm 3 System Update at the End of a Time Slot

Input: U(t),H(t) = {H1(t), · · · , HK(t)},A(t) = {A1(t), · · · , AK(t)}
Output: Admitted request set U(t+ 1), A(t+ 1),H(t+ 1)

1: U(t+ 1)← U(t);

2: Ak(t+ 1) = Ak(t);

3: Hk(t+ 1) = Hk(t);

4: for q ∈ U do

5: τq = τq − 1;

6: if τq = 0 then

7: for resource k = 1, 2, · · · , K do

8: Ak(t+ 1) = Ak(t+ 1) + qk;

9: Hk(t+ 1) = Hk(t+ 1)− qk;

10: U(t+ 1)← U(t+ 1)− {q};
11: end for

12: end if

13: end for

14: return U(t+ 1), A(t+ 1),H(t+ 1);

3.2.3 Reward Function

The objective of DAC is to maximize the system throughput of an edge server while

satisfying the hardware capacity of the edge server. To achieve this objective, when ev-

ery accepted request meets the edge server's available resource, this admission control

method will accumulate the reward value. This reward consists of three parts, namely

the marks for throughput, execution time, and resource requirements. The mark for

throughput is straightforward. If edge server accepts one request, its throughput will

be increased by 1. Therefore, the mark for throughput is also a constant with value

1. As for the marks for execution time and resource requirements, the less execution

time, and resources the request claims, the larger throughput this edge server is ex-

pected to have. Moreover, to normalize the in�uence of marks of di�erent aspects,

all marks are limited in the range of [0,1]. Therefore, denoting marks of execution

time and resource requirements with ρt and ρr respectively. Hence, the calculation of

marks and the rewards at time slot t is illustrated as follows:



28

ρt(qi) =
τmin

τqi
(3.3)

ρr(qi) = 1−
∑︁

j∈{1,··· ,K}
qi,j
Cj

K
(3.4)

rt =
∑︂

∀executed qi(t)

ρt(qi) + 1 + ρr(qi) (3.5)

The details of DAC are summarized in Alg. 4. To be speci�c, the state st is

generated according to the ratios of resource occupations and details of the income

requests. Next, if t is not zero, the transition (st−1, at−1, st, rt−1) is stored into the

bu�er M for actor and critic networks' further learning. After this, DDPG's actor

network produces the admission decision at with st. With the admission decision

at, the edge server will execute the requests according to Alg. 2. Meanwhile, the

reward will be calculated with Eq. (3.5). At the end of this time slot t, every running

request's execution time will be reduced by 1. Those requests, whose execution time

become 0, will be removed from edge server and release the resource they are occu-

pying according to Alg. 3. Thereafter, the DDPG will update its networks. DAC

continues until the stop condition is satis�ed.

Algorithm 4 DAC: DDPG-based Admission Control

Input: A set of requests Q(t), condition of edge server Et

1: for Time slot t,t = 1, 2, 3 · · · do
2: Observe the condition of edge server and details of requests:st = (Q(t), Et);

3: Store transition (st−1, at−1, st, rt−1) to bu�erM
4: Produce admission policy at with actor network πθµ

5: Process admission using Alg. 2

6: Calculate rt with executed requests with Eq. (3.5)

7: Update edge server status using Alg. 3

8: Update DDPG networks using Alg. 1

9: Continue till convergence

10: end for
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Experimental Results

This chapter illustrates the context of the proposed solution and the results of sim-

ulation experiments. The primary goal of experiments is to verify the performance

of the edge server processing the admission control with DAC. Speci�cally, the per-

formance of DAC is compared to that of two existing admission control algorithms,

which are designed to maximize the system throughput in MEC. Both algorithms are

cost-based admission control schemes, which reduce the load or cost of edge servers in

a long term to maximize the system throughput. The �rst algorithm, which is called

ONLINE-BATCH [31], calculates the cost of a request, which is based on the average

resource requirement and occupation time. The second algorithm, Most E�ciency

First O�oading (MEFO) [32], employs a cost based on resource requirements and oc-

cupation time. In our research, as a baseline algorithm, the First-Come-First-Served

algorithm is included in the comparison study. The experiments' results proved the

proposed scheme make the edge perform better than other two algorithms.

4.1 Experiment Con�guration

This section presents the experiment environment where DAC and counter solutions

will be processed. The simulation environment consists of one edge server and a

set of mobile devices that may send task requests to this edge server for processing

as described in Fig. 3.1. Considering about the general use cases, this edge server

provides the resources namely, CPU, memory, and storage. Their capacities are 2.99

GHz, 32 GB and 4 TB respectively. To be speci�c, the capacity of a single core of

CPU is set with its computation frequency. Since the common modern server CPUs

having multiple cores, we set the CPU in experiment is a CPU with 8 cores, whose

max computation frequency is 2.99 GHz. Other than the resources for request tasks,

this simulation also need to involve the network resource, which will be occupied by

29
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transmitting the requests and relative data. Since the edge server is set up with the

base stations, the maximum speed of network transmitting is limited by the band-

width of the edge server. Therefore, assuming the edge server is set up with the 5G

technology ,the capacity of the bandwidth for wireless access is set to 10 Gbps [6, 49].

If this edge server is deployed at the base station with the LTE 4G, the con�guration

of the bandwidth should be modi�ed. The other di�erences between LTE 4G and

5G will not in�uence the DAC's admission strategy. Furthermore, we assume the

time slots refers to 10 seconds and the system monitoring time period is T = 100,

which means every 100 time slots will be considered as an episode to check the system

throughput. Meanwhile, the number of the request that arrives in the edge server is

randomly generated within the range of [1,10]. For every request's speci�c resource

requirements will be randomly generated within the range of resource in Table 4.1.

In this table, the maximum occupation period τmax is set with 20. Moreover, the

range of CPU requirement is based on the proportion of the computation resource is

occupied. In the speci�c calculation, the CPU's utilization can be recognized as the

improvement of CPU's overall frequency. Therefore the requirement of CPU can also

be roughly presented with [0.15,0.3] GHz.

Table 4.1: Request Speci�cation

Type Range
CPU (Proportion) [5%,10%]
Memory (MB) [1000,2000]
Storage (GB) [10,50]

Bandwidth (Mbps) [50,100]
Maximum Occupation Period (Time Slots) 20

Other than the proposed algorithm, the ONLINE-BATCH, MEFO, and FCFS are

also involved in this experiment. To be speci�c, in the case of FCFS, the incoming

requests are not processed specially. The edge server will keep admitting requests

when it has su�cient resources. As for the ONLINE-BATCH and MEFO, the edge

server will �rst remove the requests, whose resource requirements exceed the edge
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server's spare hardware resources. After �ltering, the cost of every request is calcu-

lated according to the cost equation of ONLINE-BATCH or MEFO. Afterward, the

rest of the tasks are sorted by their costs. At last, the edge server tried to admit

these sorted tasks one by one, if it has enough resources.

To qualify the performance of the admission control algorithms, two evaluation

metrics are used in our research. Moreover, to ensure all algorithms' performances

are reliable, all experiments are processed for 2000 episodes. Furthermore, to explore

the robustness of the all algorithms, we run more experiments whose requests having

longer max resource occupation period.

� System Throughput : It indicates the number of �nished requests within a period.

Increasing this number ensure the more request can be processed by edge server.

� Resource Utilization: It indicates the e�ciency of the algorithm to utilize the

resource facing a shortage. To be speci�c, it can also indicates the performance

of saving resources and leave space for incoming requests.

4.2 Experimental Results in Baseline Scenario

In this section, we compare DDPG-based admission control with the existing meth-

ods in the aspect of system throughput. The performance curves of these algorithms

are plotted in Fig. 4.1. From this graph, we unsurprisingly notice the line of FCFS,

which indicates the edge server with ordinary admission control policy, makes the

edge server admit the fewest requests. Therefore, take the line of FCFS as a baseline,

the other three lines can present how well these admission control methods optimize

the edge server's system throughput.

On the other hand, the proposed algorithm outperforms all of its counterparts,

MEFO, FCFS, and ONLINE-BATCH. To be speci�c, the performance of the proposed

algorithm is about 60%, 33%, and 8% higher than the throughputs of the admission

controls with FCFS, ONLINE-BATCH and MEFO respectively. As expected, the
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DAC's strategies help the edge server successfully accept the most requests. And the

DAC optimized the MEC's system throughput most e�ciently.

In our theory, this advantage of the proposed algorithm is because the cost estima-

tions of MEFO and ONLINE-BATCH, are focusing on the admitting less-cost request

at the current time slot t while the DDPG-based admission control will reject some

requests, which may decrease the system throughput in a long-term vision. Though

both ONLINEBATCH and MEFO involves the occupation time as a factor of cost,

they can not reject these requests if they are relatively expensive but still meet the

edge server's available resource.
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Figure 4.1: System Throughput with τmax = 20

As for the resource utilization, the performance of four algorithms can be ex-

plained with Fig. 4.2a, Fig. 4.2b,4.2c, and 4.2d. Observing four �gures, the usages of

storage and bandwidth are the smallest. All four admission control mechanisms only

use around 10% of storage and bandwidth resources. This indicates most of these
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two system resources are not utilized. For incoming requests, storage and network

bandwidth are always abundant in the edge server. Therefore, the requests acquiring

the edge server's hardware usage are not possible to be rejected because of the short-

age of either storage or network bandwidth. Moreover, di�erences in either storage

or bandwidth utilization between the four algorithms are so slight that the advantage

of DAC's resource allocating can not be �rmly supported.

When it comes to the comparisons among four algorithms, though the DAC has

the largest throughput, its resource utilization is the smallest. Moreover, other than

ONLINE-BATCH, all admission control algorithms' performances are that the less

the resource occupied, the higher throughput the edge server has. To be speci�c, in

Fig. 4.2b, the edge server applying the proposed algorithm only occupied about 50%

of the whole memory resource, which is roughly 70% of the resource utilization of

ONLINE-BATCH.

Observing Fig. 4.2a, the edge server can be considered as su�ering a shortage

of CPU resources. Even if all of FCFS, MEFO, and ONLINE BATCH run out of

CPU resources, the DAC's average CPU usage is still holding at 81Despite the less

CPU utilization, the edge server with DAC accomplishes more task requests than

the edge servers with other algorithms. This phenomenon indicates, DAC can save

more system resources, which can be provided for admitting more incoming requests,

than all other admission controls. Combining the line graph of memory utilization

and system throughput, we can assume the DAC has a better performance in the

resource-saving feature.

4.3 Experimental Results in Extended Scenarios

4.3.1 Max Occupation Period With 25 Time Slots

The performance curves of the edge servers using the admission control basing these

algorithms processing the o�oading requests, whose max occupation period is 25,

are plotted in Fig. 4.3. Overall, the DAC's performance in maximizing the system
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(a) CPU Utilization
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(b) Memory Utilization
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(c) Disk Utilization
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(d) Bandwidth Utilization

Figure 4.2: Resource Utilization with τmax = 20
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Figure 4.3: System Throughput with τmax = 25

throughput is still better than other admission control algorithms' in this experiment

environment. Moreover, comparing with Fig. 4.1, the edge server with the proposed

algorithm's throughput decreases by roughly 13, which is the smallest decrease com-

paring with the other edge servers in the simulation. On the other hand, the edge

server applying the MEFO algorithm, whose system throughput is the second-highest

in this comparison, loses around 24 units of the system throughput. Though the per-

formance of MEFO is surpassed by neither ONLINE-BATCH nor FCFS, the decrease

of system throughput of the edge server implementing MEFO for admission control

is the largest. This decrease also indicates the drop of the MEFO's performance in

admission control. Though the system throughput of the edge server applying MEFO

is 30 larger than the edge server applying ONLINE-BATCH, the MEFO is still possi-

bly performing worse than the ONLINE-BATCH, if its resistance is also worse than

ONLINE-BATCH in further simulations.

In the summary the experiments with τmax = 25 , according to the speci�c com-

parison among four algorithms, the performance of the proposed algorithm is about
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61%, 36%, and 9.6% higher than the throughputs of the admission controls with

FCFS, ONLINE-BATCH and MEFO respectively. The above digits indicate that the

performance loss of the DAC is smaller than its counterparts.
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Figure 4.4: CPU Utilization with τmax = 25

When it comes to resource utilization with τmax = 25, the performance of four

algorithms can be explained with the Fig. 4.4 and Fig. 4.5. As we observed in ba-

sic environment, the CPU is the most signi�cant hardware resource, which strongly

in�uence the throughput performance of edge server. In the current environment,

whose max occupation period is 25, the DAC's CPU utilization is roughly stay at

80 %. Meanwhile, the other three algorithm-based admission control's CPU utiliza-

tions remain steady at around 99 %. Therefore, while all counterparts are admitting

as many requests as possible at every timeslot, the proposed algorithm admits the

requests with a careful restraint. Furthermore, the DAC's CPU utilization slightly

decrease by 1 %. As for the edge server's memory utilization, a slight decline can be

witnessed by comparing the lines of DAC in Fig. 4.2b and Fig. 4.5. In Fig. 4.2b, the

edge server with DAC allocates about 50 % of its memory resources on the o�oaded
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requests. In the current environment, the edge server's memory utilization decreases

to 48 %. On the contrary, when edge server apply admission control with other three

algorithms, the memory utilization increases by 1-2 %.
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Figure 4.5: Memory Utilization with τmax = 25

As for the edge server's memory utilization, a slight decline can be witnessed by

comparing the lines of DAC in Fig. 4.2b and Fig. 4.5. In Fig. 4.2b, the edge server

with DAC allocates about 50 % of its memory resources on the o�oaded requests.

In the current environment, the edge server's memory utilization decreases to 48 %.

On the contrary, when edge servers apply admission control with the other three al-

gorithms, the memory utilization increases by 1-2 %.

In the comparison of the simulations in the current environment and the previous

environment, we noticed that the overall di�erence of algorithms' resource allocation

is not changed. As for the speci�c resource utilization in simulations, only slight

changes can be spotted. The di�erences in system utilizations are so small that value

�uctuations can be a reasonable explanation for the di�erence. Therefore, we focus
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on the changes of speci�c system utilizations in the incoming discussion about simu-

lations with more di�erent environments.

4.3.2 Max Occupation Period With 30 Time Slots

The performance curves of these algorithms processing the o�oading requests, whose

max occupation period is 30 are plotted in Fig. 4.6. As expected, the DAC's perfor-

mance is still the best in the current experiment environment. Moreover, comparing

with Fig. 4.3, the edge server with the proposed algorithm's throughput decreases by

roughly 14, which is the smallest decrease among all algorithms. On the other hand,

the edge server with MEFO, whose system throughput is the second-best among four

algorithms, loses around 17 units of the throughput. The decrease of the performance

of MEFO in the change of environment con�gurations is still the largest comparing

with other admission control algorithms. On the other hand, comparing with the

previous environment, FCFS in the current environment also decreases 14. Despite

the MEFO still outperforms the ONLINE-BATCH and the FCFS, the advantage of

MEFO to ONLINE-BATCH has become smaller.

To conclude the speci�c comparison among four algorithms, the performance of

the proposed algorithm is about 71%, 41%, and 13% higher than the throughputs of

the admission controls basing on FCFS, ONLINE-BATCH and MEFO respectively.

The increase of di�erence between the proposed algorithm and its counterparts sug-

gests, unlike the other admission control solutions, DAC increases its advantage when

the incoming requests having longer running time.

When τmax increases to 30, the resource utilization of edge servers applying four

algorithms are illustrated in Fig. 4.7 and Fig. 4.8. As we observed before, the CPU

is the most signi�cant hardware resource, which strongly in�uences the throughput

performance of the edge server. In the current environment, where the request's max

occupation period is 30, the DAC's CPU utilization roughly stays at 79 %. Com-

paring the previous environment, the CPU utilization of the edge server applying

DAC is obviously lower than 80 %. Therefore, an evident decrease in CPU utilization
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Figure 4.6: System Throughput with τmax = 30

with the DAC algorithm is witnessed. Meanwhile, the CPU utilization of the edge

servers applying the other three algorithm-based admission controls remains steady

at around 99 %. Therefore, while all counterparts are admitting as many requests

as possible at every timeslot, the proposed algorithm admits the requests with more

careful restraint, since the incoming requests are more likely to have a longer execu-

tion time.

As for the edge server's memory utilization, a slight decline can be witnessed by

comparing the lines of DAC in Fig. 4.5 and Fig. 4.8. In Fig. 4.5, the edge server

with DAC allocates about 48 % of its memory resources on the o�oaded requests.

In the current environment, the edge server's memory utilization decreases to 46 %.

On the contrary, when the edge server applies admission control with the other three

algorithms, the memory utilizations increase by 1 %.

Up to now, the changing trends of resource utilization of the edge servers applying

di�erent admission control policies are large enough. Therefore, these changes in sys-

tem utilization can be claimed as the e�ect caused by the change of the environment.
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Figure 4.7: CPU Utilization with τmax = 30

Therefore, we can �rmly conclude that the edge server applying the DAC is using

fewer resources when requests are occupying resources for a longer period of time.

On the contrary, the edge servers applying the other three admission control policies

increased their system utilization in the same situation.

4.3.3 Max Occupation Period With 35 Time Slots

The performance curves of these algorithms processing the o�oading requests, whose

max occupation period is 35 are plotted in Fig. 4.9. As expected, the throughput

of the edge server applying the DAC is also higher than the edge servers using a

di�erent algorithm for admission control. Comparing with Fig. 4.6, the edge server

with the proposed algorithm's throughput decreases by roughly 12, which is 3 larger

than the FCFS's decrease, which is the smallest among all algorithms. On the other

hand, MEFO, whose performance is the second-best among the four algorithms, the

edge server applying it loses around 13 units of the throughput. The decrease of
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Figure 4.8: Memory Utilization with τmax = 30
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Figure 4.9: System Throughput with τmax = 35
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the performance of MEFO is the largest as the decrease in the change of max occu-

pation period from 30 to 35 timeslots. Despite the signi�cant decrease in MEFO's

performance, the MEFO still outperforms the ONLINE-BATCH and the FCFS. But

MEFO's advantage to them keeps decreasing. Moreover, the throughput decreases of

DAC, MEFO and ONLINE-BATCH are close to each other. This may indicate, when

τmax ⩽ 30, the resistance of the above three algorithms to a large occupation period

is close. Moreover, the di�erences between the edge servers applying these admission

control policies will �nally become steady.

250 500 750 1000 1250 1500 1750 2000
Episode #

0

20

40

60

80

100

CP
U 
Ut
iliz

at
io
n 
(%

)

DAC
MEFO
FCFS
ONLINE-BATCH

Figure 4.10: CPU Utilization with τmax = 35

To summarize the speci�c comparison among the four algorithms, the performance

of the proposed algorithm is about 75%, 45%, and 15% higher than the throughputs

of the admission controls with FCFS, ONLINE-BATCH and MEFO respectively. The

increase of di�erence between the proposed algorithm and its counterparts suggests,

DAC still improves its advantage in the current environment. The DAC keeps enlarg-

ing its advantages to the other algorithms in the above experiments with the increase

of the max running time. Up to now, the DAC mitigates the in�uence of longer max
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execution time on the system throughput.

When τmax increases to 35, the resource utilization of edge servers applying four

admission control algorithms are illustrated in Fig. 4.10 and Fig. 4.11. As before,

the CPU is still the most signi�cant hardware resource, which strongly in�uences

the throughput performance of edge servers. In the current environment, where the

request's max occupation period is 35, the DAC's CPU utilization roughly stays at

78 %. Comparing the previous environment, the CPU utilization of the edge server

applying DAC is obviously lower than 80%. Therefore, an evident decrease of CPU

utilization on the edge server applying the DAC algorithm is witnessed with the in-

crease of the max occupation period. Meanwhile, CPU utilizations of the other three

edge servers with other admission control algorithms remain steady at around 99 %.

Therefore, while all counterparts are admitting as many requests as possible at every

timeslot, the proposed algorithm admits the requests with careful restraint, since the

incoming requests are more likely to have a longer running period.
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Figure 4.11: Memory Utilization with τmax = 35
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As for the edge server's memory utilization, an evident decline can be witnessed

since the line of DAC in Fig. 4.11 is much closer to 40 % comparing with the line

of DAC in Fig. 4.8. In Fig. 4.8, the edge server implementing DAC allocates about

46 % of its memory resources on the o�oaded requests. In the current environment,

memory utilization of the edge server, which using DAC to �lter incoming requests,

decreases to 43 %. On the contrary, the memory utilization of ONLINE-BATCH is

much closer to 80% comparing with Fig. 4.8. This comparison �rmly proves the

increase of memory utilization on the edge server applying admission control with the

other three algorithms.

4.3.4 Max Occupation Period With 40 Time Slots

The performance curves of these algorithms processing the o�oading requests, whose

max occupation period is 40 are plotted in Fig. 4.12. Unexceptionally, the through-

put of the edge server applying the DAC is also higher than the edge servers applying

a di�erent algorithm for admission control. Comparing with Fig. 4.9, the edge server

with the proposed algorithm's throughput decreases by roughly 6, which is the small-

est decrease among all algorithms. At the same time, MEFO, the algorithm with the

second-best performance, loses around 10 units of the throughput. The decrease of

the performance of MEFO is still the largest as the decrease in the change of max

occupation period from 35 to 40 timeslots. Though MEFO's performance decreases

more than other algorithms, the MEFO still outperforms the ONLINE-BATCH and

the FCFS. And since the edge server applying the ONLINE-BATCH only decreases

about 9 units, the line of MEFO is not obviously getting close to the line of ONLINE-

BATCH. On the other hand, this environment is the �rst environment whose average

throughput decrease is lower than 10. This may indicate, the in�uence of τmax on the

server throughput is not evident as before.

As for the speci�c comparison among four algorithms, the performance of the

proposed algorithm is about 84%, 53%, and 20% higher than the throughputs of

the admission controls with FCFS, ONLINE-BATCH and MEFO respectively. To

be speci�c, the system throughput of the edge server applying the DAC is almost a
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double of the counter part of the edge server only implement the FCFS as admission

policy. The increase of di�erence between the proposed algorithm and its counterparts

suggests, DAC still increases its advantage in the current environment.
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Figure 4.12: System Throughput with τmax = 40

When τmax increases to 40, the resource utilization of edge servers applying four

algorithms are illustrated in Fig. 4.13 and Fig. 4.14. As expected, the CPU is as sig-

ni�cant as before, because, for most edge servers, the CPU resource is fully utilized in

experiments and no more tasks can be admitted. In the current environment, where

the request's max occupation period is 40, the DAC's CPU utilization roughly stays

at 73 %. Though the di�erence in CPU utilization between the two environments is

estimated to be around 4-6 %, it's hard to compare the lines across the two �gures.

Nevertheless, comparing the previous environment, the CPU utilization of the edge

server applying DAC is obviously much closer to 70%. Therefore, in this comparison

of the CPU utilizations in two environments,the decrease of CPU utilization with

the lines of DAC algorithm caused by the increase of the max occupation period is

witnessed. Meanwhile, the CPU utilizations of the edge servers applying other three

algorithm-based admission controls remain steady at around 99 %. This high CPU



46

utilization not only indicates that the edge servers applying the other three admis-

sion control algorithms used up the CPU resources but also suggests the cases where

incoming tasks can be admitted are few.

250 500 750 1000 1250 1500 1750 2000
Episode #

0

20

40

60

80

100

CP
U 
Ut
iliz

at
io
n 
(%

)

DAC
MEFO
FCFS
ONLINE-BATCH

Figure 4.13: CPU Utilization with τmax = 40

As for the edge server's memory utilization, the change in this environment is not

as evident as before. In Fig. 4.14, the edge server with DAC also allocates about 43

% of its memory resources on the o�oaded requests. On the other hand, the memory

utilization of ONLINE-BATCH is much closer to 80 % comparing with Fig. 4.11.

This comparison also proves the increase of memory utilization on the edge server

applying admission control with the other three algorithms.

4.3.5 Max Occupation Period With 45 Time Slots

The performance curves of these algorithms processing the o�oading requests, whose

max occupation period is 45 are described in Fig. 4.15. Unexceptionally, the through-

put of the edge server applying the DAC is performing better than the edge servers

using a di�erent algorithm for admission control. In the comparison between the
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Figure 4.14: Memory Utilization with τmax = 40

current environment and the previous environment, unlike previous comparisons, the

edge server applying FCFS decreases the least system throughput, which is about

5. Both edge servers implementing DAC and MEFO for admission control lose 10

units of the system throughput, which is the largest system throughput lost in the

change of max occupation period from 40 to 45 timeslots. Even if DAC's and MEFO's

performance decreases the most, both of them still outperform the ONLINE-BATCH

and the FCFS. On the other hand, the average throughput decrease is also lower than

10. The change of the system throughput caused by the increase of the requests' max

occupation time is also obviously mitigated with the growth of the running time of

the incoming requests.

As for the speci�c comparison among four algorithms, the performance of the

proposed algorithm is about 82%, 54%, and 21% higher than the throughputs of the

admission controls with FCFS, ONLINE-BATCH, and MEFO respectively. The in-

crease of di�erence between the proposed algorithm and its counterparts suggests,

DAC still increases its advantage to ONLINE-BATCH and MEFO in the current
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Figure 4.15: System Throughput with τmax = 45

environment. Though the proposed algorithm's advantage to FCFS decreased, this

advantage is still the largest among comparisons in the current environment.

When τmax increases to 45, the resource utilization of edge servers applying four

algorithms are illustrated with Fig. 4.16 and Fig. 4.17. As expected, the CPU is

as signi�cant as before. In the current environment, whose max occupation period

is 45, the DAC's CPU utilization roughly stays at 75 %. Comparing the previous

environment, the CPU utilization of the edge server applying DAC is much closer to

80 %. Though the decrease of CPU utilization of the edge server with the DAC algo-

rithm is still ambiguous in the comparison between the previous environment and the

current environment, comparing with the most previous environment, the decrease

of CPU utilization over a long term caused by the increase of the max occupation

period is obvious. Meanwhile, the other three algorithm-based admission controls'

CPU utilizations remain steady at around 99 %.

As for the edge server's memory utilization, the change in this environment is

still not evident. In Fig. 4.17, the edge server with DAC also allocates about 43 %
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Figure 4.16: CPU Utilization with τmax = 45

of its memory resources on the o�oaded requests. On the other hand, the memory

utilization of ONLINE-BATCH is much closer to 80% comparing with Fig. 4.14. If

comparing with Fig. 4.2b, the increase of the memory utilization is �rmly happened

on the edge server, which applying the ONLINE-BATCH algorithm for admission con-

trol. Up to now, the change direction of the memory utilization of the edge servers

applying sorting-based admission control is �rmly supported by the comparisons.

4.3.6 Max Occupation Period With 50 Time Slots

The performance curves of these algorithms processing the o�oading requests, whose

max occupation period is 45 are described in Fig. 4.18. Unexceptionally, the through-

put of the edge server applying the DAC is performing better than the edge servers

using a di�erent algorithm for admission control. In the comparison between the

current environment and the previous environment, like the change in the last envi-

ronment, the edge server implementing admission control with FCFS decreases the

least system throughput, which is about 5. Both edge servers implementing DAC and
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Figure 4.17: Memory Utilization with τmax = 45

MEFO lose 7 units of the system throughput, which is the largest system through-

put lost in the change of max occupation period from 45 to 50 timeslots. Even if

DAC's and MEFO's performance decreases the most, both of them still outperform

the ONLINE-BATCH and the FCFS. On the other hand, the average throughput

decrease is also lower than 7. Furthermore, the di�erence between the edge servers'

system throughput lost is smaller than 2. Therefore, none of the algorithms show

better resistance to the increase of the max occupation period.

As for the speci�c comparison among four algorithms, the performance of the

proposed algorithm is about to 86%, 57%, and 23% higher than the throughputs of

the admission controls with FCFS, ONLINE-BATCH, and MEFO respectively. The

increase of di�erence between the proposed algorithm and its counterparts suggests,

DAC also increases its advantage to the admission controls with other algorithms in

the current environment. And since, up to now, the max running time has increased

from 20 to 50, the DAC is veri�ed that it can keep maintaining and enlarging its

advantage to other admission control algorithms.
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Figure 4.18: System Throughput with τmax = 50

When τmax increases to 50, the resource utilization of edge servers applying four

algorithms are illustrated in Fig. 4.19 and Fig. 4.20. As expected, the CPU is as

signi�cant as before. In the current environment, whose max occupation period is 50,

the DAC's CPU utilization roughly stays at 75 %. Comparing the previous environ-

ment, the CPU utilization of the edge server applying DAC is not obviously changed.

Meanwhile, the other three algorithm-based admission controls' CPU utilizations re-

main steady at around 99 %.

As for the edge server's memory utilization, the change in this environment is

still not evident. In Fig. 4.20, the edge server with DAC also allocates about 43 %

of its memory resources on the o�oaded requests. On the other hand, the memory

utilization of ONLINE-BATCH is much closer to 80% comparing with Fig. 4.17. Up

to now, the change direction of the memory utilization of the edge servers apply-

ing sorting-based admission control is fully proven by all changes from τmax = 20 to

τmax = 50.
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Figure 4.19: CPU Utilization with τmax = 50
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Figure 4.20: Memory Utilization with τmax = 50
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4.4 Summary of Throughput Results

The overall performance of the DAC overall experimental environments can be de-

scribed in Fig. 4.21. According to the experimental data across all prede�ned en-

vironments, the DAC outperforms all other admission control solutions with less

consumption of system resources. Moreover, when the max occupation period of re-

quest increases, the DAC normally loses the least system throughput. This feature

indicates DAC's strong robustness to the requests with a longer execution time.
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Figure 4.21: Impact of Max Occupation Period

At the same time, we noticed that the in�uence of max occupation time is not

strong anymore when τmax > 40. Furthermore, the di�erences between the decreases

of the algorithms are also dropping accompanying by the increase of the τmax. There-

fore, the advantage of the DAC can also be advanced to its counterparts in most

inferable environments. On the other hand, if the advantage of the DAC is calcu-

lated with the proportion, the superiority of DAC is growing up steadily with the

augmentation of the τmax. When τmax = 45, even if the DAC decreases more than the

admission control with ONLINE-BATCH and FCFS, the DAC exceeding proportions
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to those admission control solutions still increase around 1 %. Therefore, the above

�gures do not only prove the powerful performance comparing with other algorithms,

but also illustrates the DAC's solid robustness in handling resource-intensive requests.

In the aspect of the system resource utilization, we noticed the changes of the

system utilization that happens on edge servers with DAC are totally di�erent from

the other edge servers. Though changes are slight when the di�erence of τmax is only

5, the decrease of DAC's system resource utilization is obvious if we compare the

�gures in Section 4.2 with Section 4.3.6. As for the edge servers applying MEFO,

ONLINE-BATCH, and FCFS, the trend their system resource utilizations go in the

opposite direction of DAC.

In general cases, the fewer spare system resources indicate a better performance

of the edge server in accomplishing tasks. However, to receive new incoming requests,

the edge server should have su�cient system resources, which meet the requirements

of the requests. To be speci�c, at the time slot where edge sever accepts the requests

requiring 20 % of system resource, the edge server's system utilization should not be

larger than 80 %. Therefore, the increase of the max occupation period improves

the average request running time. This increment of running time in�uences the fre-

quency of the edge server's request acceptance. Finally, the average system utilization

of the edge servers applying sorting-based admission control is increased.

Unlike the sorting-based admission control solutions, the DAC rejects the incom-

ing requests if they are expected to use a large number of resources or occupy resources

for a long time. The increase of the max occupation period improves the probability

of the edge server handling resource-intensive requests. Therefore, the edge server

applying DAC will reject more incoming requests when τmax increases. The more

edge server rejects, the fewer system resources are utilized.



Chapter 5

Conclusion and Future Work

This chapter concludes the thesis by analyzing the algorithm mechanism, summariz-

ing the experimental results, comparing the proposed algorithms to other admission

control algorithms. Meanwhile, the experimental results also illustrate the space for

further improvement. Therefore, the possible space for improvement and the research

to be processed in the future are also presented.

5.1 Conclusion

In this paper, we present a novel admission control scheme for MEC, DAC, to max-

imize the system throughput in MEC. The existing admission control methods are

sorting the sequence of the incoming tasks. With these admission control solutions,

the edge server admits the requests when it has su�cient resources passively. In this

case, the tasks, whose resources requirements are low but execution time is long can

still cause negative in�uence on the edge server's system throughput. Therefore, the

DAC's basic mechanism, which is di�erent from the passive admission control solu-

tions, is processing the admission policy actively. Technically, DAC is a DRL-based

method, which employs the DDPG algorithm to generate the appropriate admission

decisions. By observing the request details of historical tasks and the impact of the

tasks on available resources on edge servers, DAC gradually learns the best admission

control policy for an edge server in MEC. Furthermore, the tasks, which potentially

deduct the edge server's long-term system throughput, can be successfully rejected

by the policies generated by the DAC.

In order to evaluate the performance of the DAC, a series of extensive simula-

tion experiments are proposed. These simulations are based on a basic environment,

where an edge server with speci�c resources capacities is established and a set of

randomly generated tasks arrive in the edge server at every timeslot. Through these

55
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simulations, we compare the performance of DAC to that of the existing admission

control methods, namely ONLINE-BATCH, MEFO, and FCFS, in terms of system

throughput and resource utilization. Our experimental results indicate DAC leads to

the highest system throughput, which is around 183, among the admission control

schemes under investigation. Meanwhile, we adjust the max request occupation time

for more simulations to see the robustness of these admission control methods. In

the further simulations, the DAC not only proves its robustness but also increases its

advantage in system throughput to the other admission control algorithms.

As for the resource utilization, the edge server, which applies the DAC for admis-

sion control, used fewer hardware resources compared with the edge servers applying

other admission control methods. In the further simulations, the resource utilization

of the edge server applying the DAC, unlike the other edge servers, decreases with the

increase of the task's max occupation time. With further analysis and discussion, we

believe that the increase of the task's max occupation time will reduce the possibility

of the edge server having free resources to admit new task requests. Therefore, the

edge servers applying other admission control solutions increase their system resources

utilization. Moreover, since the DAC rejects unsuitable tasks actively, the increase

of the max occupation time increases the proportion of the requests rejected by the

DAC. At last, the system utilization of the edge server applying the DAC decreases.

To summarize, the DAC outperforms other admission control algorithms in max-

imizing the edge server's system throughput. Moreover, the DAC's resistance to the

increased request execution time is the best, since the DAC's advantage in system

throughput is increased with the increase of request execution. Therefore, DAC's

performance and robustness in maximizing the throughput are veri�ed by the simu-

lations.

5.2 Future Work

The current solution successfully makes the model learn and evaluate every single

request for an admission decision. As a result, this model produces reliable admission
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policies that outperform the admission policies based on the other admission control

algorithms. Though the proposed solution increases the edge server performance in

maximizing throughput, about 20 % CPU is not utilized. This spare space of system

utilization potentially increases the edge server's system throughput, by leaving suf-

�cient hardware resources for more resource-friendly requests in the next time slots.

Meanwhile, this unused proportion of the CPU resource also indicates room for fur-

ther maximizing the system throughput. Therefore, if the current model can involve

the consideration of utilizing as much hardware as possible, the current solution's

bene�ts to the edge server can be further improved.

On the other hand, the performance of trained models is not so stable that it can

not always guide the MEC to reach the largest system throughput. Considering the

mechanism of the neural network, we believe that the current input of the neural net-

work is not enough for the model to observe the status of the system. Therefore, we

expect to involve more observable variables, such as the queue of the tasks running on

the edge server. Furthermore, by observing the failed admission policies, we realized

that though we constructed a reward system for the admitted request, this reward

system may mislead the neural network because of the contribution of the request

characteristics. If the neural network is misled by this reward, the major function of

the network may be trained into a �lter, which makes admission decisions only ac-

cording to the request characteristics. Therefore, we can further develop the reward

calculation logic to ensure the long-term system throughput is the major contributor

to the �nal reward to improve the performance of the DAC.
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